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Abstract
Fuzzy Petri nets are a type of classical Petri nets designed to deal with imprecise and ambiguous data, that have been

widely used to represent fuzzy production rules and fuzzy rule-based reasoning. In this paper, we introduce a new model called
string token fuzzy Petri nets to generate fuzzy regular languages. Also, we study the equivalences of fuzzy regular grammar
and regular string token fuzzy Petri net and establish some closure properties such as union, catenation, kleene closure, reversal,
homomorphism and inverse homomorphism of the languages generated by the regular string token fuzzy Petri nets.
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1. Introduction

The concept of formal language was first introduced and discussed by linguist, Noam Chomsky in [6].
A formal language is a set of sequence of symbols over some finite alphabet and the formal languages
are generated or recognized by abstract devices. Some of the major and useful devices to generate formal
languages are formal grammars (regular, context-free and context-sensitive), Petri nets, L-systems and
automata [14, 17, 29]. Later various classes of formal languages were introduced, also their relation with
its generating devices are initiated and examined. Formal grammars generally called as grammars are
precise description of formal languages, that is a grammar is a set of rules for rewriting strings to produce
a language and the rewriting begins from a start symbol. The in-depth knowledge of formal languages
along with its application in several fields such as pattern matching, syntax, lexical analyzer, picture
recognition etc, and its relation with grammars can be found in [14, 28]. Recently, there is an increasing
interest in studying and analyzing grammars and Petri nets, which are more applicable and effective
devices to generate the formal languages. Petri nets are dynamic graph with two disjoint sets of nodes
of which first includes the places represented by circles and the second are transitions represented by
rectangles [27]. A Petri net is used to create a simple mathematical framework for modelling concurrent
systems and their behaviour. The collection of firing sequences of transitions produced by the Petri net is
the primary importance in many applications of Petri nets. In addition to that, they have been used for the
description and analysis of system of parallel process [25, 30, 31]. Among the distinct varieties of Petri nets
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structures, one of the Petri net structure called labelled Petri net was introduced in [12]. Their extensions
and applications has been studied in many papers [1, 3, 34]. These labelled Petri nets has been useful
for investigating the properties and characteristics of formal languages as they can successfully represent
and analyse the flow of information and the control of action in concurrent systems. In 1967 [9], Hack
formulated the Petri net languages generated by labelled transitions of Petri nets over some alphabet.
This was the commencement of a root causing research for the classification of a number of Petri net
languages [7, 11, 18, 30]. The hierarchy, complexity and deciedabilty results of Petri net languages are
discussed and analyzed in [2, 10]. In [32], another version of labeled Petri net called string token Petri net
has been presented and studied by representing the labels of transitions with grammar’s rules and tokens
by strings over some alphabet. This string token Petri nets led to the study of characterization of family
of picture languages recognized by array token Petri nets and its extension to the generation of graphs
and trees [15, 16, 22, 23, 33].

Zadeh introduced the concept of fuzzy sets to deal with real life problems having uncertainties, vague-
ness and imprises data [8, 35]. In [21], fuzzy Petri nets was introduced to reduce the uncertainty problems,
which aeries in decision making of industrial models. Later varied extensions of fuzzy Petri nets has been
initiated and studied by many researchers [4, 13, 20, 36, 37]. In [19], Zadeh and Lee introduced fuzzy lan-
guages generated by fuzzy grammars to reduce the vagueness occuring in formal languages. In addition
to that, they extended and discussed the basic principles and results of formal languages to fuzzy lan-
guages. Fuzzy languages received a lot of importance since the late seventies and the new class of fuzzy
languages with its associated generative fuzzy devices were further introduced and properties were scru-
tinized by various studies [26]. In [5, 24], The generative tools such as fuzzy L-system, fuzzy grammar
and fuzzy Petri nets were discussed and some properties of fuzzy languages has been studied from the
aspect of those fuzzy generative tools. The fuzzy Petri net introduced in [5] is a labelled fuzzy Petri
net, in which the transitions of Petri nets were labeled by symbols over some alphabet associated with
their membership values. The concept of fuzzy languages is used in script recognition, pattern matching,
lexical analysis, etc [26].

Motivated by the above works, in this paper, the new class of fuzzy Petri net is introduced and
analyzed in detail by labeling the transitions of fuzzy Petri net with production rules of fuzzy grammars.
Further, the closure properties of fuzzy Petri net are studied from the perspective of fuzzy grammars with
fuzzy languages.

This paper is organized as follows. The basic notions of fuzzy languages, Petri nets and Petri net
languages are recalled in Section 2. In Section 3, fuzzy evaluation rules, string token fuzzy Petri net
and regular string token fuzzy Petri net are defined. Also, shown the construction of the regular string
token fuzzy Petri net from the given fuzzy regular language. The closure properties such as union,
concatenation, kleene closure, homomorphism, inverse homomorphism and reversal of the family of
fuzzy regular languages generated by regular string token fuzzy Petri net are studied.

2. Preliminaries

In this section, the concept of fuzzy regular grammar and fuzzy regular languages are recalled [19, 26].
Also, the basic definitions of Petri net, labeled Petri net, Petri net language, string token Petri net and fuzzy
Petri net are recalled [9, 12, 25, 27, 30, 32]. The notion of regular languages, regular grammar and some
useful properties can be found in [14, 28].

Definition 2.1 ([19, 26]). A fuzzy grammar is a 4-tuple G = (VG, TG,S,PG) where,

1. VG is a finite collection of non-terminals;
2. TG is a finite collection of terminals, (VG ∩ TG = ∅);
3. S ∈ VG is start symbol; and
4. PG is a collection of rules called fuzzy production rules, which are of the form A

ρ−→ B, where
A, B ∈ (VG ∪ TG)∗ and ρ ∈ (0, 1] is the grade of membership (membership value) of A given B.
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Definition 2.2 ([19, 26]). Let α, β ∈ (VG ∪ TG)∗. The string β is derivable from α, if there exist α1, . . . ,αn ∈
(VG ∪ TG)∗ and ρ1, ρ2, . . . , ρn, ρn+1 ∈ (0, 1] such that α

ρ1−→ α1, α1
ρ2−→ α2, . . ., αn−1

ρn−→ αn, αn
ρn+1−−−→ β are

fuzzy production rules in G.
A derivation chain from α1 to αn is an expression α1

ρ1=⇒ α2
ρ2=⇒ α3 . . .αn−1

ρn−1
===⇒ αn.

Definition 2.3 ([19, 26]). A string x of terminals is said to be derivable from a start variable S ∈ VG,
symbolically S ∗=⇒ x, if there is at least one derivation chain from S to x.

The degree of the string x is given by µ(x) = sup{min(ρ1, . . . , ρn−1)}, where the supremum is taken over
all derivation chains from S to x.

The fuzzy language generated by G is denoted by L(G) and it is defined by L(G) = {(x,µ(x))/S ∗=⇒
x;S ∈ VG and x ∈ V∗G}.
Definition 2.4 ([19, 26]). A fuzzy grammar G = (VG, TG,S,PG) is said to be fuzzy regular grammar, if all
the fuzzy production rules in G are of the form A

ρ−→ yB or A
ρ−→ y, where A,B ∈ VG,y ∈ T∗G and ρ ∈ (0, 1].

Definition 2.5 ([19, 26]). The collection of all strings y ∈ T∗G generated by the fuzzy regular grammar G is
called the fuzzy regular language and it is denoted as L(G).

Definition 2.6 ([15, 30]). A Petri net is a quadruple C = (P, T , I,O), where

• P = {pi : i = 1, 2, . . . ,n} is a finite collection of places;

• T = {tj : j = 1, 2, . . . ,m} is a finite collection of transitions, where P and T are disjoint and P ∪ T 6= ∅;

• input function I, that maps transitions to a collection of places (i.e., I : T → 2P);

• output function O, that maps a collection of places to transitions (i.e., O : T → 2P).

Definition 2.7 ([15, 30]). A generalized Petri net is a quintuple N = (P, T , I,O,M0) where,

• P, T , I, and O are same as defined in Definition 2.6;

• M0 is a marking called the initial marking, in which a marking is a mapping from places P to
{0, 1, 2, . . . }.

Definition 2.8 ([12, 15, 30]). A labeled Petri net is a hextuple N = (P, T , I,O,M0,γ), where P, T , I, O, M0
are same as defined in Definition 2.7 and γ is a labeling function, which assigns labels to the transitions.

Definition 2.9 ([22, 23]). “A String Token Petri Net (STPN) is a hextuple N = (P, T ,V ,A,R(t),M0), where

• P = {pi : i = 1, 2, . . . ,n} is a finite collection of places;

• T = {tj : j = 1, 2, . . . ,m} is a finite collection of transitions and each tj is the label of evolution rules;

• V is a finite non-empty collection of alphabets consisting of terminals (denoted in lower case letters)
and non-terminals (denoted in upper case letters);

• A ⊆ (T × P)∪ (P× T) is a collection of arcs (flow relation);

• R(t) is the collection of evolution rules used to label each transition tj; j = 1, 2, . . . ,m of T ;

• M0 : P → (a string over V) is an initial marking;

where, P and T are disjoint and P ∪ T 6= ∅. The collection of all strings generated by the STPN N is called
the language generated by the STPN.

Definition 2.10 ([24]). A fuzzy language generating Petri net is a sep-tuple (C,γ,Σ,M0,MF,ω,⊕), where

• C, γ, and M0 are same as defined in Definition 2.8;

• Σ is a finite collection alphabets, used to label the transitions;
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• MF is a collection of final markings;

• ω : T → [0, 1] assigns membership values to every transitions tj; j = 1, 2, . . . ,m of T ; and

• ⊕ is a t-norm obtains the membership value (grade of membership) of the generated string based
on the values of the switched transitions, which is the grade of membership of the generated string
to the fuzzy language.”

3. Regular string token fuzzy Petri net

In this section, fuzzy evolution rules, string token fuzzy Petri net and regular string token fuzzy Petri
net have been introduced and described with example. Furthermore, it has been proved that for every
fuzzy regular language there exists a regular string token fuzzy Petri net.

Definition 3.1. Fuzzy Evolution Rules (FER) for String Token Fuzzy Petri Net (STFPN) are as follows.

• Reflexive rule: a 1−→ a, i.e., there is no change in the string replacement.

• Insertion rule: λ 1−→ a, an empty string (λ) is replaced by a string over V . It can be done in either
leftmost or rightmost side of the string.

• Deletion rule: a 0−→ λ, a string over V is replaced by an empty string. It can be done either in leftmost
or rightmost side of the string.

• Substitution rule: a
ρ−→ b, ρ ∈ [0, 1], a string over V is replaced by another string over V ,

where a ∈ V , b ∈ V∗ and λ is the empty string.

Definition 3.2. A String Token Fuzzy Petri Net (STFPN) is a 8-tuple Nf = (P, T ,V ,A, F,<(t),M0,MF), where

• P = {pi : i = 1, 2, . . . ,n} is a finite collection of places;

• T = {tj : j = 1, 2, . . . ,m} is a finite collection of transitions, where each tj is the label of fuzzy evolution
rules;

• V is a finite non-empty collection consists of terminals (denoted as Vtr, where the elements are
represented by lower case letters) and non-terminals (denoted as Vntr, where the elements are
represented by upper case letters);

• A ⊆ (T × P) ∪ (P × T) is a collection of arcs (flow relation) and an arc from any p (place) to t
(transition) is denoted by p 7→ t (similarly, t 7→ p );

• F ⊆ P is a collection of final places, which contains only strings of terminals;

• <(t) is the collection of fuzzy evolution rules (FRE) labeled with each transition tj; j = 1, 2, . . . ,m of
T ;

• M0 : P → (a string over V) is the initial marking;

• MF : P → (a string of terminals over V) is the set of final markings (also called as the reachable
markings).

where, P ∪ T 6= ∅ and P ∩ T = ∅.

Definition 3.3. A state or marking in an STFPN is altered according to the following transition (firing)
rule to replicate the dynamic system’s behavior.
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(i) A transition (say t) is termed an enabled transition, if the tokens of every input place (say p) of a
transition t possesses a string appearing on the left-side expression of the FER labeled with t (for
example, the transition t labelled by FRE AxB

ρ−→ BCy is enabled. Then the string token of its input
place p of t is a string AxB).

(ii) A transition t can be fired, if it is enabled (depending on whether the event actually takes place).
(iii) The string token (say X) is removed from all input place (say p) of a transition (say t) and altered

as the string token Y in the output place of t, if the enabled transition t is fired (for example: if
t : AxB

ρ−→ BCy is an enabled transition and a string wAxBz on the input place (say p1) of t is altered
as the string wBCyz on the output place (say p2) of t, after t fires).

If a transition t in T is labelled with a FRE A
ρ−→ B then firing of the transition t from an input

place to a output place is denoted by A t

ρ
B, where A,B ∈ V∗; ρ ∈ [0, 1]. A firing sequence from X1

to Xn with transitions t1, t2, . . . , tn−1 ∈ T is denoted by X1 t1

ρ1
X2 t2

ρ2
X3 t3

ρ3 · · ·Xn−1 tn−1

ρn−1
Xn, where

Xi ∈ V∗; i = 1, . . . ,n and ρi ∈ [0, 1]; i = 1, . . . ,n− 1. The degree of derivability (membership value ) of X1

to Xn is obtained by d(X1
?
Xn) = sup min{ρ1, ρ2, . . . , ρn−1}, where the supremum is taken over all the

firing sequence from X1 to Xn.
Note that, ? is the transitive closure of .

Definition 3.4. A string w of terminals is generated by the STFPN Nf, if there exists atleast one firing
sequence that reaches the final marking for the string w from the initial markingM0 with d(M0

?
w) > 0.

The membership value of the string is denoted by d(w) (also, dNf(w)) and is obtained by d(w) = d(M0 `
w).

The fuzzy language generated by the STFPN Nf is the collection of all strings of terminals generated
by the STFPN Nf and it is denoted by L(Nf). That is,

L(Nf) = {w/w ∈ V∗tr and d(M0
?
w) > 0}.

Definition 3.5. A Regular STFPN (RSTFPN) is also a 8-tuple Nf = (P, T ,V ,A, F,<(t),M0,MF), in which P,
T , V , A, F, M0, MF are all same as defined in Definition 3.2 and identity, insertion and deletion rules of
FER <(t) are same as defined in Definition 3.1 in which the substitution rules are of the form α

ρ−→ yβ or
α
ρ−→ y, where α,β ∈ Vntr,y ∈ V∗tr and ρ ∈ (0, 1].

Example 3.6. Consider a fuzzy regular language L(Nf) = {(w, 0.5)/w = anbm;n > 2,m > 3} generated
by the RSTFPN Nf = (P, T ,V ,A, F,<(t),M0,MF), in which, P = {p1,p2,p3,p4,p5}, T = {t1, t2, t3, t4, t5, t6},
V = {S,A,B,C,a,b}, A = {p1 7→ t1, t1 7→ p2,p2 7→ t2, t2 7→ p2,p2 7→ t3, t3 7→ p3,p3 7→ t4, t4 7→ p4,p4 7→
t5, t5 7→ p4,p4 7→ t6, t6 7→ p5}, F = {p5}, M0: initial marking, MF: reachable marking, and <(t) = {S

0.8−→
aaA,A 0.7−→ aA,A 0.9−→ B,B 0.8−→ bbC,C 0.6−→ aC,C 0.6−→ a}. The RSTFPN Nf generating the fuzzy regular
language L(Nf) is illustrated in Figure 1.

Figure 1: RSTFPN Nf.

Let y = aabbb in L(Nf), the firing sequence of the string y and the membership value of the string is
given below:
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S t1

0.8
aaA t3

0.9
aaB t4

0.8
aabbC t6

0.6
aabbb, d(y) = max min(0.8, 0.9, 0.8, 0.6) = 0.6 > 0.

Therefore the string y = aabbb generated by Nf with membership value 0.6 is in L(Nf).

Definition 3.7. A fuzzy language generated by the RSTFPN Nf is called the fuzzy regular language
generated by Nf and is denoted by L(Nf).

Theorem 3.8. For every fuzzy regular language L, there exists a RSTFPN Nf such that L = L(Nf).

Proof. Let L be a given fuzzy regular language generated by the fuzzy regular grammarG = (VG, TG,S,PG),
where VG, TG,S are same as defined in Definition 3.5 and the fuzzy production rules in PG are of the

form S
ρ−→ zB, B

γ−→ yB, S
β−→ yC, B α−→ yD D

ω−→ w and C
η−→ y where, y, z ∈ T∗G; S,B,C,D ∈ VG and

ρ,γ,β,α,ω,η ∈ [0, 1].
The fuzzy production rules PG of G is partitioned as follows, which has been used in the construction

of RSTFPN Nf = (P ′, T ′,V ′,A ′, F ′,< ′(t),M ′0,M ′F).

i) Collection of all fuzzy production rules are of the form S
ρ−→ zB, B

γ−→ yB, S
β−→ yC and B α−→ yD are

called as NT -rules, i.e., the collection of non-terminal rules.
ii) Collection of all other fuzzy production rules are called as T -rules, i.e., the collection of terminal

rules.
iii) Collection of all fuzzy production rules whose leftside has start variable (say S) of G are called as

S-rules.

Among the NT -rules, collection of all fuzzy production rules are of the form B
β−→ yB (i.e., loop rules)

are called as LNT -rules and collection of all other fuzzy production rules are called as WLNT -rules.
Among the S-rules, collection of all NT -rules are called as SNT -rules and all other rules are called as

ST -rules.
Step 1: If S is the start symbol of G then construct a place pS with S as a token.
Step 2: Let there are n rules in the set of S-rules and let ti be the tag of the n rules in the set of S-rules,
where i = 1, 2, . . . ,n.

1 for (i = 1, i ≤ n, i = i++) do
2 if ti ∈ SLNT then
3 transition label = tSLNT i;
4 input place = PS ;
5 output place = PS ;
6 firing times = any;

7 else
8 if ti ∈ SWLNT then
9 transition label = tSWLNT i;

10 input place = PS ;
11 output place = PSW i;
12 firing times = one;

13 else
14 if ti ∈ ST then
15 transition label = tST i;
16 input place = PS ;
17 output place = PST i;
18 firing times = one;

19 end

20 end

21 end

22 end
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All the strings in PSwi , i = 1, 2, . . . ,n has at least one non-terminal in it. Let Cj be the leftmost non-
terminal in Swi. Now, collect all Cj-rules partition them as CjLNT , CjWLNT and CjT . Let Cj has n
number of rules.

Step 3: The Regular STFPN Nf = (P ′, T ′,V ′,A ′, F ′,< ′(t),M ′0,M ′F), in which P ′ is the collection all con-
structed places, T ′ the collection of all labeled transitions used so far, V ′ = VG ∪ TG, A ′ the collection all
arcs, < ′(t) = PG, M ′0 is the initial marking and M ′F is the collection of reachable markings.

1 while i ≤ n do
2 Search(PSwi , Cj);
3 for (j = 1, j ≤ n, j = j ++) do
4 if tj ∈ CjLNT then
5 transition label = tCjLNT j ;

6 input place = PSwj ;

7 output place = PSwj ;

8 firing times = any;

9 else
10 if tj ∈ CjWLNT then
11 transition label = tCjWLNT j ;

12 input place = PPSwj ;

13 output place = PCjW j ;

14 firing times = one;

15 else
16 if tj ∈ CjT then
17 transition label = tCjT j ;

18 input place = PSwj ;

19 output place = PCjT j ;

20 firing times = one;

21 i = i+ 1;

Now, collection of all places PSTi ,PCjTj , . . . are called as final places F ′, since it leads to the terminal
strings and collection of all the places so far are called as P ′.

Thus, for every fuzzy regular language L there exists a Regular String Token Fuzzy Petri Net Nf such
that L = L(Nf).

Example 3.9. Consider the fuzzy regular language L1 = {anb/n > 0;a,b ∈ Σ} with membership value
0.6 when n = 1 and 0.4 when n > 2 generated by the fuzzy regular grammar G = ({S,S1}, {a,b},S,PG),

where PG = {S
0.7−→ aS1,S1

0.4−→ aS1,S 0.6−→ b}.

Among the rules in PG, S 0.7−→ aS1,S1
0.4−→ aS1 are NT-rules and S1

0.6−→ b is a T-rule. Also, among the

NT-rules S1
0.7−→ aS1 is a LNT-rule and S 0.4−→ aS1 is a WLNT-rule. Here, S 0.7−→ aS1 is the SWLNT-rule,

since S is the start symbol of G and also a NT-rule.
By step 1 of Theorem 3.8, construct a place pS with S as a string token in it (Figure 2).

Figure 2:

By step 2 of Theorem 3.8, label the rule S 0.7−→ aS1 as tSWLNT1, since it is a SWLNT-rule. Now, construct

a transition tSWLNT1 : S
0.7−→ aS1 with input place and output place as pS and paS1 (Figure 3), respectively.
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Figure 3:

By step 3 of Theorem 3.8, collect all the S1-rules, since S1 is the leftmost non-terminal in aS1. Label the

the rule S1
0.4−→ aS1 as tS1LNT1, since it is a S1LNT -rule. Now, construct a transition tS1LNT1 : S1

0.4−→ aS1

with input place and output place as paS1 . Also, label the rule S1
0.6−→ b as tS1T1, since it is a S1T1-

rule. Now, construct a transition tS1T1 : S1
0.6−→ b with input place and output place as paS1 and pab,

respectively. The complete RSTFPN Nf is illustrated in Figure 4.

Figure 4: RSTFPN Nf.

Thus, the RSTFPN Nf that generates the given fuzzy regular language L is Nf = (P,V , T ,A, F,<(t),M0,
MF), where,

P = {pS,paS1 ,pab},
V = {S,S1,a,b},
T = {tSWLNT1, tS1LNT1, tS1T1},
A = {pS 7→ tSWLNT 1, tSWLNT 1 7→ paS1 ,paS1 7→ tS1LNT 1,

tS1LNT 1 7→ paS1 ,paS1 7→ tS1WLNT 1, tS1WLNT 1 7→ pab},
F = {pab},

<(t) = {tSWLNT1 : S
0.7−→ aS1, tS1LNT1 :

0.4−→ aS1, tS1T1 : S1
0.6−→ b},

M0 = (S, ε, ε) and MF = {ε, ε,pab}.

It is easy to see that L(G) = L(Nf).

4. Closure properties

In this section, the closure properties such as, union, concatenation, kleene closure, reversal, homomor-
phism and inverse homomorphism are defined and proved that the fuzzy regular languages generated by
the RSTFPN are closed under union, concatenation, kleene closure, reversal, homomorphism and inverse
homomorphism.

Definition 4.1. Let L(Nf), L(Nf1) and L(Nf2) be the fuzzy regular languages generated by the RSTFPN Nf,
Nf1 and Nf2 , respectively then the union of two fuzzy regular languages L(Nf1) and L(Nf2) is also a fuzzy
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regular language defined by

dL(Nf1)∪L(N
f
2)
(w) = max(dL(Nf1)(w), dL(Nf2)(w)), where w is a string of terminals

and is denoted by L(Nf1)∪ L(Nf2).
The intersection of L(Nf1) and L(Nf2) is also a fuzzy regular language defined by

dL(Nf1)∩L(N
f
2)
(w) = min(dL(Nf1)(w), dL(Nf2)(w)), where w is a string of terminals

and is denoted by L(Nf1)∩ L(Nf2).
The concatenation of L(Nf1) and L(Nf2) is also a fuzzy regular language defined by

dL(Nf1)L(N
f
2)
(w) = sup

w1

min(dL(Nf1)(w), dL(Nf2)(w)),

where w is a string of terminals the supremium has taken over all the terminal strings of L(Nf1) and is
denoted by L(Nf1)L(N

f
2).

The kleene closure of L(Nf1) is also a fuzzy regular language denoted by L(Nf∗1 ) and is defined by

L(Nf∗1 ) = L(Nf∗1 )1L(Nf∗1 )2 · · ·L(Nf∗1 )i · · · .

Theorem 4.2. The fuzzy regular languages generated by regular string token fuzzy Petri nets are closed under
union.

Proof. Let L1 and L2 be two fuzzy regular languages generated by regular string token fuzzy Petri net
Nf1 = (P1, T1,V1,A1, F1<1(t),M01 ,MF1) such that L1 = L(Nf1) and a regular string token fuzzy Petri net
Nf2 = (P2, T2,V2,A2, F2,<2(t),M02 ,MF2) such that L2 = L(Nf2).

The construction of the RSTFPN Nf such that L(Nf) = L(Nf1) ∪ L(Nf2) is done by the following three
steps. First, the string tokens S1 and S2 are removed from the start places say pS1 and pS2 of the nets Nf1
and Nf2 , respectively. In the second step, a new place pS is constructed with string token S in it. Finally,

add the transition labeled, tα with insertion rule S 1−→ S1, whose input and output place as pS and pS1 ,

respectively. Also, add another transition labeled, tβ with insertion rule S 1−→ S2, whose input and output
place as pS and pS2 , respectively. Once the process is initiated, either Nf1 or Nf2 continues to operate
usually, after firing of the transitions tα and tβ. The membership value of the string is obtained by taking
maximum of its membership value in L(Nf1) and L(Nf2).

Formally it is defined as follows: construct a regular string token fuzzy Petri net Nf that generates the
fuzzy regular language L1 ∪ L2 such that Nf = (P, T ,V ,A, F,<(t),M0,MF), where

P = P1 ∪ P2 ∪ {p}, T1 ∪ T2 ∪ {tα, tβ},
V = V1 ∪ V2 ∪ {S}r {S1,S2}, A = A1 ∪A2 ∪ {p 7→ tα,p 7→ tβ, tα 7→ pS1 , tβ 7→ pS2},

F = F1 ∪ F2, <(t) = <1(t)∪<2(t)∪ {tα : S
1−→ S1, tβ : S

1−→ S2},

and M0 is the initial marking and MF = {MF1 ∪MF2}.
The same procedure is extended to L1,L2, . . . ,Ln, i.e., let L1,L2, . . . ,Ln be fuzzy regular languages

generated by regular string token fuzzy Petri nets, then L =
n⋃
i=1

Li is also a fuzzy regular languages

generated by regular string token fuzzy Petri net.

Theorem 4.3. The fuzzy regular languages generated by regular string token fuzzy Petri nets are closed under
concatenation.
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Proof. Let L1 and L2 be the two fuzzy regular languages generated by regular string token fuzzy Petri
net Nf1 = (P1, T1,V1,A1, F1,<1(t),M01 ,MF1) such that L1 = L(Nf1) and regular string token fuzzy Petri net
Nf2 = (P2, T2,V2,A2, F2,<2(t),M02 ,MF2) such that L2 = L(Nf2).

The construction of the RSTFPN Nf such that L(Nf) = L(Nf1)L(N
f
2) is done by the following two steps.

First, a new place p is constructed at the end of the net Nf1 with strings generated from the net Nf1 as

token in it. In the second step, add a transition labeled, tα with insertion rule λ 1−→ S2, whose input and
output place as p and pS2 (start place of Nf2), respectively. Any string in L(Nf) is first operated by the net
Nf1 followed by the net Nf2 . The membership value of the string is obtained by taking maximum of its
membership value in L(Nf1) and L(Nf2).

Formally it can be written as, construct a regular string token fuzzy Petri net Nf that generates the
fuzzy regular language L1L2 such that Nf = (P, T ,V ,A, F,<(t),M0,MF), where

P = P1 ∪ P2{p: a place containing the words of L1}, T1 ∪ T2 ∪ {tα},
V = V1 ∪ V2 ∪ {λ}, A = A1 ∪A2 ∪ {p 7→ tα, tα 7→ pS2},

F = F2, <(t) = <1(t)∪<2(t)∪ {tα : λ
1−→ S2},

and M0 is the initial marking and MF = {MF2}.
The same procedure is extended to L1,L2, . . . ,Ln, i.e., Let L1,L2, . . . ,Ln be fuzzy regular languages

generated by regular string token fuzzy Petri nets then L = L1L2 . . .Ln is also a fuzzy regular languages
generated by regular string token fuzzy Petri net.

Theorem 4.4. The fuzzy regular languages generated by regular string token fuzzy Petri nets are closed under
kleene closure.

Proof. Let L1 be a fuzzy regular language generated by a regular string token fuzzy Petri net Nf1 =
(P1, T1,V1,A1, F1,<1(t),M01 ,MF1) such that L1 = L(Nf1).

The construction and process of the net L(Nf) is same as stated in Theorem 4.3, whereas the transition

labeled tα has insertion rule λ 1−→ S1 with input and output place as p and pS1 (start place of Nf1),
respectively.

The formal way is as follows: construct a regular string token fuzzy Petri net Nf that generates the
fuzzy regular language L∗1 such that Nf = (P, T ,V ,A, F,<(t),M0,MF), where

P = P1 ∪ {p: a place containing the words of L1}, T = T1 ∪ {tα}, V = V1 ∪ {ε},
A = A1 ∪ {p 7→ tα, tα 7→ pS1}, F = F1, <(t) = <1(t)∪ {tα : λ

1−→ S1},

and M0 is the initial marking and MF = {MF1}.

Theorem 4.5. The fuzzy regular languages generated by regular string token fuzzy Petri nets are closed under
reversal.

Proof. Let L1 be a fuzzy regular language then there exists a regular string token fuzzy Petri net Nf1 =
(P1, T1,V1,A1, F1,<1(t),M01 ,MF1) such that L1 = L(Nf1).

Now, construct a regular string token fuzzy Petri net Nf that generates the fuzzy regular language LR1
such that Nf = (P, T ,V ,A, F,<(t),M0,MF), where P = P1, T = T1, V = V1, F = F1, A = A1,

<(t) =

{
A
ρ−→ ByR, if A

ρ−→ yB;A,B ∈ Vntr,y ∈ V∗tr,
A
ρ−→ yR, if A

ρ−→ y;A ∈ Vntr,y ∈ V∗tr,

and M0 is the initial marking and MF = {MF1}. The concept is that, first the terminal strings occurs in the
leftside of the rules are written in the reverse order and then they are labeled by the transitions tj from T

of the net Nf with same the membership value.
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Definition 4.6. Let V∗ and V∗1 be two given alphabets. A mapping  h : V∗ → V∗1 is called a homomorphism,
if it satisfies  h(yz) =  h(y) h(z) for all y, z ∈ V∗tr. The homomorphism of the given language L is denoted
by  h(L) obtained from the set  h(L) = { h(x)/x ∈ L}.

Theorem 4.7. The fuzzy regular languages generated by regular string token fuzzy Petri nets are closed under
homomorphism and inverse homomorphism.

Proof. Let L1 be a fuzzy regular language generated by a regular string token fuzzy Petri net Nf1 =
(P1, T1,V1,A1, F1,<1(t),M01 ,MF1) such that L1 = L(Nf1).
(i) Construct a regular string token fuzzy Petri net Nf that generates the fuzzy regular language  h(L1)
such that Nf = (P, T ,V ,A, F,<(t),M0,MF), where P = P1, T = T1, V = V1, A = A1, F = F1,

<(t) =

{
A
ρ−→  h(y)B, if A

ρ−→ yB;A,B ∈ Vntr,y ∈ V∗tr,
A
ρ−→  h(y), if A

ρ−→ y;A ∈ Vntr,y ∈ V∗tr,

and M0 is the initial marking and MF = {MF1}.
(ii) Construct a regular string token fuzzy Petri net Nf that generates the fuzzy regular language  h−1(L1)
such that Nf = (P, T ,V ,A, F,<(t),M0,MF), where P = P1, T = T1, V = V1, A = A1, F = F1,

<(t) =

{
A
ρ−→  h−1(y)B, if A

ρ−→ yB;A,B ∈ Vntr,y ∈ V∗tr,
A
ρ−→  h−1(y), if A

ρ−→ y;A ∈ Vntr,y ∈ V∗tr,

and M0 is the initial marking and MF = {MF1}.
The concept is that, first the homomorphism (inverse homomorphism) is applied to the terminal

strings occurs in the left-side of the rules and then they are labeled by the transitions tj from T of the net
Nf with same the membership value.

5. Conclusion

In this paper, a new model, regular string token fuzzy Petri nets to generate fuzzy regular languages
has been introduced and discussed. Also, given the construction of regular string token fuzzy Petri net
from given fuzzy regular language and some closure properties such as union, catenation, kleene closure,
homomorphism, inverse homomorphism and reversal of the languages generated by regular string token
fuzzy Petri nets has been established. The scope of this study is to extend the concept to fuzzy context-
free languages and fuzzy context-sensitive languages. Also, the study can be further taken up to the
complexity theory of array token fuzzy Petri nets. Moreover, find the possible applications of the concept
in approximate pattern matching and image processing.
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